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Experiment No.:8

Experiment Title: Implement C++ program for expression conversion as infix to postfixand its evaluation using stack. Objectives:

1. To understand the use of stack.
2. To understand expression conversion as infix to postfix using stack.
3. To understand the use of stack.

Problem Statement: Implement C++ program for expression conversion as infix to postfix and its evaluation using stack based on given conditions:

Operands and operator, both must be single character.lnput
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Outcomes:

Understanding the use of stack.

Understanding of expression conversion as infix to postfix using stack.

Understanding the postfix expression evaluation using stack,

Theory: Stack is mainly used for expression conversion and expression evaluation purpose.

In any programming language, if we want to perform any calcu lation orto frame a conditionetc.. we use a set of symbols to perform the task. These set of symbols makes an expression.

An expression can be defined as follows:

An expression is a collection of operators and operands that represents a specific value. In above definition. operator is a symbol which performs a particular task like arithmeti' operation or logical operation or conditional operation etc.,

Operands are the values on which the operators can perform the task. Here operand can be a direct value or variable or address of memory location.

Based on the operator position, expressions are divided into three types. They are as follows:
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* Prefix Expression

Infix Expression

In infix expression. operator is used in between operands. The general structure of an Infix expression is as follows...

Operand I Operator Operand2

Example: a + b

Postfix Expression
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The general structure of Postfix expression is as followsm

Operand I Operand2 Operator

Example: a b +

Prefix Expression

In prefix expression, operator is used before operands. We can say that " Operands follows theOperator".

The general structure of Prefix expression is as follows...Operator Operandl Operand2 Example: +a b

Any expression can be represented using the above three different types of expressions. And wecan convert an expression from one form to another form like Infix to Postfix, Infix to Prefix, Prefix to Postfix and vice versa.

Infix to postfix conversion:

l. Scan through an expression, getting one token at a time.

1. Fix a priority level for each operator. For example, from high to low:
2. - (unary negation)

l. + - (subtraction)

1. lhus, high priority corresponds to high number in the table.

If the token is an operand, do not stack it. Pass it to the output.

1. If token is an operator or parenthesis, do the following:
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The popped stack elements will be written to output.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Ex ression | , Stack | | | Out ut |
| 2 |  | |  | 2 |
|  |  | | | 2 |
| 3 |  | | | 23 |
|  |  | | |  |
|  |  |  | |  |
| 2 |  | | |  |
|  |  |  | | 23•2 |
|  |  | | |  |
|  |  | | |  |
|  |  | | | 23214 |
|  |  | | |  |
|  |  | | |  |
| 3 |  | | | 23•21.tS3 |
|  |  | |  | n•n.ts••• |

Figure I : Infix to postfix conversion

ii. Stack the current symbol.

lii. If a right parenthesis is the current symbol, pop the stack down to (and including) the first left parenthesis. Write all the symbols except the left parenthesis to the output (i.e.,write the operators to the output).

iv. After the last token is read, pop the remainder of the stack and write any symbol(except left parenthesis) to output.

Postfix Evaluation:

Postfix Expression: 4 5+7 2 - \*

In following figure evaluation of postfix ![](data:image/jpeg;base64,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)is given.

|  |  |  |  |
| --- | --- | --- | --- |
| 4 5 . 7 2 -  4  9 7 2 -  2  7  9 | 4 5 . 7 2 -  9 7 2 - 9 5 •  5  9 45 | 4 5 + 7 2 - | 9 7 2 - |

figure 2: Postfix Evaluation

Algorithm:

Algorithm for Infix to Postfix conversion:
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* 1. If it is operand, output it.
  2. If it is opening parenthesis, push it on stack.
  3. If it is an operator. then
     + 1. If stack is empty, push operator on stack.
       2. If the top of stack is opening parenthesis, push operator on stack
       3. If it has higher priority than the top of stack. push operator on stack.
       4. Else pop the operator from the stack and output it, repeat step 4

1. If it is a closing parenthesis. pop operators from stack and output them until an opening parenthesis is encountered. pop and discard the opening parenthesis.
2. If there is more input go to step I
3. If there is no more input. pop the remaining operators to output.

Algorithm for evaluation of postfix expression

l. Initialize an empty stack.

2. Repeat the following until the end of the expression is encountered:

* + - * + 2.1 Get next token (constant, variable, arithmetic operator) in the postfix expressron.
        + 2.2 If token is an operand. push it onto the stack.
        + If it is an operator, then
      1. Pop top two values from the stack.
      2. If stack does not contain two items, error due to a malformed postfix. Evaluation terminated.
      3. Apply the operator to these two values.
      4. Push the resulting value back onto the stack.
    1. When the end of expression encountered, its value is on top of the stack (and, in fact, must be the only value in the stack).

For conversion of expression from infix to postfix: Input: (A + B)
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For evaluation of postfix expression:

Input: A B \*

Enter A: 4

Enter B: 5

Output: 20

Conclusion: Thus, we implemented expression conversion as infix to postfix and its evaluation using stack.

Questions: 3. What is an expression?

* + 1. Explain different types of expression.
    2. Explain the role of stack for Infix to postfix conversion.
    3. Explain Postfix evaluation.

Code:-

/\* This program converts infix expression to postfix expression. This  program assume that there are Five operators:

(\*, /, +, -,^) in infix expression and operands can be of single-digit only. This program will not work for fractional numbers. Further this program does not check whether infix expression is  valid or not in terms of number of operators and operands.\*/

#include<stdlib.h>      /\* for exit() \*/

#include<ctype.h>     /\* for isdigit(char ) \*/

#include<string.h>

#include<iostream>

#define SIZE 100

using namespace std;

char stack[SIZE];

int top = -1;

void push(char item)

{

    if(top == SIZE-1)

        cout<<"\nStack Overflow.";

    else

    {

        top = top+1;

        stack[top] = item;

    }

}

 char pop()

{

    char item ;

    if(top ==-1)

    {

        cout<<"stack under flow: invalid infix expression";

        getchar(); /\* underflow may occur for invalid expression where ( and ) are not matched \*/

        exit(1);

    }

    else

    {

        item = stack[top];

        top = top-1;

        return item;

    }

}

/\* define function that is used to determine whether any symbol is operator or not (that is symbol is operand) this function returns 1 if symbol is operator else return 0 \*/

int is\_operator(char symbol)

{   if(symbol == '^' || symbol == '\*' || symbol == '/' || symbol == '+' || symbol =='-')

      return 1;

    else

        return 0;

}

/\* define a function that is used to assign precedence to operator. Here ^ denotes exponent operator. In this function we assume that higher integer value means higher precedence \*/

int precedence(char symbol)

{   if(symbol == '^')/\* exponent operator, highest precedence\*/

        return 3;

    else if(symbol == '\*' || symbol == '/')

        return 2;

    else if(symbol == '+' || symbol == '-')          /\* lowest precedence \*/

            return 1;

    else

        return 0;

}

void InfixToPostfix(char infix\_exp[], char postfix\_exp[])

{

    int i, j;

    char item;

    char x;

    push('(');                               /\* push '(' onto stack \*/

    strcat(infix\_exp,")");                  /\* add ')' to infix expression \*/

    i=0;

    j=0;

    item=infix\_exp[i];         /\* initialize before loop\*/

    while(item != '\0')        /\* run loop till end of infix expression \*/

    {

        if(item == '(')

            push(item);

        else if( isdigit(item) || isalpha(item))

        {

            postfix\_exp[j] = item;              /\* add operand symbol to postfix expr \*/

            j++;

        }

        else if(is\_operator(item) == 1)        /\* means symbol is operator \*/

        {

            x=pop();

            while(is\_operator(x) == 1 && precedence(x)>= precedence(item))

            {

                postfix\_exp[j] = x;                  /\* so pop all higher precendence operator and \*/

                j++;

                x = pop();                       /\* add them to postfix expresion \*/

            }

            push(x);

            /\* because just above while loop will terminate we have poppped one extra item

            for which condition fails and loop terminates, so that one\*/

            push(item);                 /\* push current oprerator symbol onto stack \*/

        }

        else if(item == ')')         /\* if current symbol is ')' then \*/

        {

            x = pop();                   /\* pop and keep popping until \*/

            while(x != '(')                /\* '(' encounterd \*/

            {

                postfix\_exp[j] = x;

                j++;

                x = pop();

            }

        }

        else

        { /\* if current symbol is neither operand not '(' nor ')' and nor

            operator \*/

            cout<<"\nInvalid infix Expression.\n";        /\* the it is illegeal  symbol \*/

            getchar();

            exit(1);

        }

        i++;

        item = infix\_exp[i]; /\* go to next symbol of infix expression \*/

    } /\* while loop ends here \*/

    if(top>0)

    {

        cout<<"\nInvalid infix Expression.\n";        /\* the it is illegeal  symbol \*/

        getchar();

        exit(1);

    }

    postfix\_exp[j] = '\0'; /\* add sentinel else puts() fucntion \*/

    /\* will print entire postfix[] array upto SIZE \*/

}

int main()

{

    char infix[SIZE], postfix[SIZE];

    cout<<"\n\t ASSUMPTION: The infix expression contains single letter variables and single digit constants only.\n";

    cout<<"\n\t\t Enter Infix expression : ";

    cin>>infix; //(a+b)\*(c-d)

    InfixToPostfix(infix,postfix); //call

    cout<<"\n\t\t Postfix Expression: ";

    cout<<postfix;

    return 0;

}

Output:-

ASSUMPTION: The infix expression contains single letter variables and single digit constants only.

Enter Infix expression : a\*(b+c)

Postfix Expression: abc+\*